**AI ASSISTED CODING TEST 2**

**HALL TICKET: 2403A52373**

**NAME: KODURU ESWAR REDDY**

**Prompt1:(GEMINI)**

Generate a. python fare calculator function: fare = km\* base -per-km Surge\_multiplier, that takes a list of sides with 'time' as HH:MM (24 hour format) and 'km' as a float edge case: exactly at 18:00 should be treated as non-surge for 18:00:00 after 18:00 Leg; 18:01) Surges

**CODE:**

import datetime

def calculate\_fare(rides):

    """

    Calculates fares for a list of rides, applying a surge multiplier after a specific time.

    """

    base\_rate\_per\_km = 21.0

    surge\_multiplier = 1.2

    # Create a time object for the surge start time

    surge\_start\_time = datetime.time(18, 0)

    fares = []

    for ride in rides:

        time\_str = ride['time']

        distance\_km = ride['km']

        # Parse the time string into a time object

        hour, minute = map(int, time\_str.split(':'))

        ride\_time = datetime.time(hour, minute)

        # Calculate the base fare

        fare = base\_rate\_per\_km \* distance\_km

        # Apply surge multiplier if the ride is during the surge period

        if ride\_time >= surge\_start\_time:

            fare \*= surge\_multiplier

        fares.append(round(fare, 2))

    return fares

# Example usage:

rides\_list = [

    {'time': '08:00', 'km': 3.0},

    {'time': '18:30', 'km': 5.0} # Corrected this ride's distance for a complete example

]

calculated\_fares = calculate\_fare(rides\_list)

print(calculated\_fares)

**CODE EXPLAINATION:**

1. Initialization
   * The function sets up initial values: a base\_rate\_per\_km of ₹21.0, a surge\_multiplier of 1.2 (representing a 20% increase), and a surge\_start\_time.
   * The line datetime.time(18, 0) is crucial. It creates a specific time object for 6:00 PM, which can be used for direct comparisons. 🕕
2. Looping Through Rides
   * The code iterates through each ride in the input rides list.
   * For each ride, it extracts the time string (e.g., '18:30') and the distance in kilometers.
3. Time Conversion and Logic
   * It converts the ride's time string into a datetime.time object. This allows for a direct and reliable comparison with surge\_start\_time.
   * The core logic is the if statement: if ride\_time >= surge\_start\_time:. This checks if the ride occurred at or after 6:00 PM.
4. Fare Calculation 💰
   * It first calculates the base fare by multiplying the distance by the base rate.
   * If the if condition is true (it's a surge time ride), it multiplies the base fare by the surge\_multiplier.
   * Finally, it rounds the fare to two decimal places and adds it to the fares list.

## Example Walkthrough

Let's trace the provided rides\_list:

* Ride 1: {'time': '08:00', 'km': 3.0}
  + The time 08:00 is before 18:00.
  + Calculation: 21.0 \* 3.0 = 63.0.
  + No surge is applied. The final fare is 63.00.
* Ride 2: {'time': '18:30', 'km': 5.0}
  + The time 18:30 is after 18:00.
  + Base calculation: 21.0 \* 5.0 = 105.0.
  + Surge is applied: 105.0 \* 1.2 = 126.0.
  + The final fare is 126.00.

The function returns the list of these calculated fares, so the final output is [63.0, 126.0].

**OUTPUT:**

**![](data:image/png;base64,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)**

**Prompt2:(GEMINI)**

generate a python function to Fix this rolling\_mean function: it misses the last window (off-by-one).   Loop should use range(len(xs)-w+1), and return [] if w<=0 or w>len(xs).   Add tests for xs=[12,13,14,15],w=2 → [12.5,13.5,14.5], plus edge cases (w=1, w=len(xs), invalid w).

**Code:**

def rolling\_mean(xs, w):

  """

  Calculates the rolling mean of a list.

  Args:

    xs: The input list of numbers.

    w: The window size.

  Returns:

    A list of rolling means.

  """

  if w <= 0 or w > len(xs):

    return []

  means = []

  for i in range(len(xs) - w + 1):

    window = xs[i:i+w]

    means.append(sum(window) / w)

  return means

# Test cases

tests = [

    ([12, 13, 14, 15], 2, [12.5, 13.5, 14.5]),

    ([1, 2, 3, 4, 5], 1, [1, 2, 3, 4, 5]),

]

for xs, w, expected in tests:

  result = rolling\_mean(xs, w)

  assert result == expected, f"Input: xs={xs}, w={w}, Expected: {expected}, Got: {result}"

  print(f"Test passed for xs={xs}, w={w}")

**Code explanation:**

This Python code defines a function to calculate a rolling mean (also known as a moving average) and then runs a series of automated tests to ensure it works correctly.

## The rolling\_mean Function 📊

The function's goal is to slide a "window" of a specific size (w) across a list of numbers (xs) and calculate the average of the numbers within that window at each step.

1. Input Validation: The first if statement is a guard clause. It checks if the window size w is valid. If w is 0, negative, or larger than the list itself, calculating a mean is impossible, so it immediately returns an empty list [].
2. The Loop: The core of the function is the for loop. The expression range(len(xs) - w + 1) correctly calculates the number of possible windows. For example, with a list of 4 items and a window of 2, there are 4 - 2 + 1 = 3 possible windows.
3. Calculation:
   * window = xs[i:i+w]: In each iteration, it creates a window by slicing the main list.
   * means.append(sum(window) / w): It calculates the average of the numbers in the current window and adds it to the means list.

Example Trace (xs=[12, 13, 14, 15], w=2):

* Step 1 (i=0): Window is [12, 13]. Mean is (12 + 13) / 2 = 12.5.
* Step 2 (i=1): Window is [13, 14]. Mean is (13 + 14) / 2 = 13.5.
* Step 3 (i=2): Window is [14, 15]. Mean is (14 + 15) / 2 = 14.5.
* The loop ends, and the function returns [12.5, 13.5, 14.5].

## The Testing Framework ✅

The second part of the script is a simple but effective way to test the function.

* A list named tests is created. Each item in the list is a tuple containing (input\_list, window\_size, expected\_output).
* The code then loops through each test case, runs the rolling\_mean function with the provided inputs, and compares the result to the expected output.
* The assert statement is key: if the result does not match the expected value, the program will stop and raise an error, immediately alerting you to a problem. If they match, the "Test passed" message is printed.

**Output:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAcMAAAAzCAYAAADrY2NzAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABLDSURBVHhe7Z0/aBvJF8e/98Mu1gFxkggn0DbhhI0N26WQIXhBZdzIICOSIkVcxII0Lg5Dii1UpEmxjUBOcSlSOAgbrMbtgozBV6Q4WJBwELlwyCAwXh8L5y1k+P2Kn2bYHe1Ku/ovaz6wYO+ONLNv/rw3741mfkomk/8Fh8PhcDhzzH/YGxwOh8PhzBtcGXI4HA5n7uHKkMPhcDhzz088ZjjbZLNZpNNpnJ2doVgsso99IUkS3r59i0gkQu/puo58Pu9I99BRFAWSJNH/DcNAoVCAruuOdByOG7z9zDYzMTNUFAWfP3+GLMvsI86AEEUoCAIKhQK2t7exvb09d4qQYFkWlcObN2/4QMbxTT6fp/2n0WiwjzlTju+ZIWv1sFiWhd9//x2VSoV9NDCKoiCRSIzs+2eZQWeG5PO1Wm1uFSDBbzuzz6S9ZtCqqkIURfp/o9HA3t6eI80oyOVySKVSrv1RlmXs7OxAEAR67/7+HuVyGaVSid4bBX5kRiBtcmFhAZqm9dWugxBUZoRuZVNVFUtLSzM1M2TH+Hmb2fqeGdqtnkKhAMuyoOs6vffq1auuAwhnurm+vmZvcVxQFAXv3r3D9+/fcX9/zz4G2gMhANo3jo+PEYvF6P1RIMsyPn/+jOXlZc9ZSaVSwatXr2i5tre30Ww2kU6nkc1m2eRDw4/MCJIkIZVKYWFhgX00dPzIjGAf68jlpQhnEUVREI/H6ThfKBQgCALevn3bdRL0kPCtDIOiKAqOjo7opSgKm4Q2RpLmy5cvtFPan0mSRCuGpO3HbaqqKlRVRTabxZcvX+h35XI5NilUVXWU320g61Z+O2x+XmXvR2aZTGbkA0ev8kuShI8fP7rK1u0dukE+z+bhdZ+tp6D5BSGXyyEej+P9+/f48eMH+5iyt7fnmAWWSiU0m01Eo1HXeh8USZLw8uVLXFxcBJ59/vHHHwDgiBcPE78yIzx79gyhUAhfv37tqTgHYRCZTRp7f3OD9BW3cc2LfD7vCAtUKhXU63WEQiGsra2xyR8kI1GGqqoikUjQ2Mvx8TFWV1cdAxVxP9zc3FBL6+DgAMlkEpIkOaxYXdcdsZxBZqKiKCKdTqNcLtPv3tjYcCgxRVHw7ds3mpebZd+r/AS7G5KkOz09xfPnz2ka+JRZNpvF7u4u6vW6o2xBBw27QiXKNJVKuSo7RVGQyWRwdnZG87y5ucHu7m6H4mdlq2kaJEkK1ClLpRLOzs4gCAItA5kttFothxtLVVVEo1FHu3j06FFHuYZFsVicyjiirut48+bNVM5UgshMlmWsr6+jVqv5UpyDMM0y64Wu67i7u8PS0pLnrK3VasEwDPY2pwtDV4bZbBaxWAwXFxd00CqVSqjVakgkEnSAi8ViWFxcxLdv3+hnK5UK9vb2fHWcfmFjJJVKBa1WCysrKzRNPp93dBI3y95v+YnFfXl5Se+VSiXs7+/T//3KLJlMwjRNnJyc0M/2g93QIMpU0zSqUIihIcsyEokEdF13yKNcLqPVaiGZTDq+17IsHBwcUNlWq1VYloXHjx870vWiWCxC13Wsrq4im81ia2sLoVAIp6enVD6SJGFpaQk3NzcOo2h/f5/mTyxo+8zRfn38+NFzMBkmpKyWZU3VAEWMDNM0cX5+zj4eO+l0GpZlDdy+R4EkSY62E8TAGwW3t7f0b2LcEsOZjDnNZrPD22S/vDxZhHA4jFarhWazyT56kAxdGa6srKDVaqFarTruX19fY3FxEbFYDGhXVKvVQiqVGmvDMk3TUTbDMGBZFsLhsCMdi73xIUD5yeDXLS7jR2ayLCMajeLq6mqkxoKdtbU1CILQEU+sVCq4ubnpsEzZwZ4o3W6LJbw4OTmBaZrIZDKQJAm1Ws2xyINYx6IoerqLiPVPlDx7+Z2xDMrW1hYikchY684Lu4GgKAoEQcDh4eHEy0UMwj///HPiZbHjFmfVdR2pVGqkLvleXF9fQxAERCIRapjH43FIkuQwPu1rPdjrxYsXnguncrkcRFHsMDYfMkNXhuFwuCO+d3R0hFQq5UhXqVTw4cMHGIZBXXS9LJVxYXcjkoudQfgtf6lUwsHBAVqtFjKZDI5cYm5+ZTYJ7u/vPWczpDOOAl3XoWkazd9ttkBm4aIoUplNcoByQ2mv0Gs0Gn0ZBcOGNRAuLi7w9u3bicqNzFCbzeZMuC1PTk5gGAZVPpOA9MlYLIaVlRX8/fffgG1WyBqmQSCraw3DwKdPn9jHD5ahK8Pb29uO+J6XJWLvmMfHx0CPGdQ4ILFAy7IcVpWbteq3/HbrUtM0CIKAnZ0dqhCDyGyaGKTD9UKWZWxubsI0TQiCgNevX7NJAJvlm8/nYRgGJEmiA/uk3aS5XA6SJE31oFIsFtFoNCY6sG9tbUEQBJTLZfbRVEK8EqM0Bv2wuLiISCSCR48eoVarAW1vTjgcxt3dHXRdD+wmzWaz2NjYgGVZU+ExGCdDV4asO9QvpVKJdga2gfX7nX5YW1tDKBSisT/iGgzqrulWfjvFYhGapjnex8/7eblzk8nkyFaTVqvVjngq2opq1C7bdDoNADg8PES9Xocoil3d0bquo1AowDAMKiN2FsReo3ST2q3rXr/VIitiJzk7cyPrsYJ3mEiShHg83uEZYRd2sXU/SZmR9j+IC3HQ8pMwTSgUws8//4y//voLV1dXWF5eBmxhnSBu0mx7sR+7UG1eGLoyPD8/h2ma2Nzc7NqBcrlcR0Mggy472yD/sws2BsVtAYFhGLi/v6eNCu2Gy1rNfsuvKEpHR15eXnYEpv3ITNd1XF1dIRaLUWtOURREo9HAq0n9UmkvryYLWQhEUY2qsyiKAlEU6YIi4pZaX1+n8pFluaNeiGHDxnfHTRBFKLUX1wBwLJYaF0TWbsZfJBLBwsKCY2XvsPEyWNiFXXb36SRlJrV/koH2QrJ+GEb5iXH89OlT3N3doVKp4PLyErFYDKIodsT5ezHvihBBdqCxQ1yJ9XrdMw6iMjtwwGUXDhJPIVguO0AQyABD6JbWCz9lgkteZJBgdyfxW342X69Bkk0Hl/LZ0zQaDZTLZezs7ODi4qKveAvpBN12sGHfky2/1N5dBIDrewXBS5G4dVZyzz4z7rYrSC+UHjvQuOVHIKuUq9Vqxz6vdtj6RI8dUPzi1nYIJE+38rNytkPq1c+uMV645UlgV3bb6dUuJykztzpkUXvsQDPM8pM2T+orFAp5ytWLbrLo1kYeEn0pw1mlVwPlzDe9lOGosMepp61tEkNoECNjFEyzzOBjrJn28s8jQ3eTcjicYKTTaSwuLkLTtKkaFLPZLFZXV9FoNKZKEWKKZeaXWS//Q4QrQw5nQuRyORwdHSEajTo2K5g0UnsVbiaTQa1W6+kSHCfTKjO/zHr5HzLcTcrhtOkVG+VwusHbz2wzV8qQw+FwOBw3uJuUw+FwOHMPV4YcDofDmXu4MuRwOBzO3MNjhjNOrx8n+8H+42pCvz+ynmX4AgiOG+wP77ttFsCZXWZiZqgoykj3R5xniCIUBAEF20bh86YICfYN00e5dylndiiVSnjx4gW22xvtcx4mvpWh0mX38yOXY4k4swHZz7Ner49115VZhvwOb5CNloPA9r1xnLbB9u9R52mHbBB+5LJB9zBh5TqJdx0X426zs4hvZWjf/bxQKMCyLOi6Tu+R09E5s0nQjX3nFUVR8O7dO3z//n1kG6TbURQF8Xic9r9CoUBPeBjVgF0sFh2bZo8jT4LU3jzfbS/TUeB2dNpD8wiMu83OKr6VYVBYq8vNGpGZQ3Tt52vZn0mS1HHESz8zUVVVoaqqw/L0sj7V9hEr5FJdTlPvVn47bH5eZe9HZuSom1HSq/zE6nSTrds7dIN8ns3D6z5bT0HzC0Iul0M8Hsf79+/x48cP9vFIyOfzjsG50j5JJBQKYW1tjU0+Ekie4zi/79mzZwiFQvj69etcDty5XM5zHEG7vQeZuU6izc4qI1GGqqoikUhQi+v4+Birq6uOgYpsVHtzc0MtsoODAySTSUiShIrtQFxd1zssuH5noqIoIp1Oo1wu0+/e2NhwND5FUfDt2zea1/HxMWKxmEMh9io/gQTfa7UaTXd6eornz5/TNPAps2w2i93dXdTrdUfZgg4adoXKnhvHKjtFUZDJZHB2dkbzvLm5we7ubkeHZWWraRokSXI1NrwolUo4OztzHBtEZgvs8TKqqiIajTraxaNHjzrKNSyKxeKDmzVME7IsY319HbVabW4HbnL8Wzejgxzc6wfeZv0zdGWYzWYRi8XoWXRoD3C1Ws1xdlcsFsPi4iI9VBdtC3Rvb2+kFceuBKtUKh0H2ObzecfKzFKphGaziWg0Grj8pFFfXl7Se6VSCfv7+/R/vzJLJpMwTRMnJyf0s/1gNzTYc+O2bYaGLMtIJBLQdd0hj3K5jFar1XG+pGVZjv0Wq9UqLMvC48ePHel6USwWoes6PUdxa2sLoVAIp6enVD5S+0w49oDV/f19mr89TuJ2BbGwp4lwOOw4D3PUZNsbdo86rpxOp2FZ1sDtOwisx2nSbYIc2ktQbIsHSZu/vb3t8BCxl5sni9OdoSvDlZUVtFotVKtVx332NHdS6alUKtDMYVBM03SUjRySyZ4gz8IeGOu3/MTSS6fTnjMWPzKTx3C6PMva2hoEQeiIJ1YqFdzc3GBpackxcFiW5TjYmCjdflamnpycwDRNZDIZSJKEWq3mWMqu6zru7u4giqJnx9c9Do4l1yxazLlcDqIodhgBw8bu7s5kMmg2m33Vo1+IQeh2yPCoYE+BJ7HR3377zeGKHydkPCIGZDgchiAIWFtbQyQSgSAIAGPQul3TtLn6rDB0ZUgqz25tHR0dOQ7LRbsyP3z4AMMwqIuum698nLhZXay16Lf8pVIJBwcHaLVayGQyOHKJufmV2SS4v793KDg7o4wh6boOTdNo/m6zBTILF0WRymyUMcNJQw6ENQwDnz59Yh8PFfvPCba3twHAtX0PA+IGbzabff9WdhhUKhVcXFxQ5TMJiJEXDochyzKWlpbw/ft3h3eFNU45w2HoyvD29rYjvkeuFy9edFj3xHI/Pj4GesygxgGJBVqW5bAc3axVv+W3W3GapkEQBOzs7FCFGERm0wQ7Exwmsixjc3MTpmlCEAS8fv2aTQLYrPt8Pg/DMCBJElWID8lNms1msbGxAcuycHh46NoeRwlxjdvDCcNia2sLgiCgXC6zj8aOYRi4v78P7NofNktLS3jy5An++ecf/PjxA/F4HE+ePAHaZXQz2O2Xl7eE483QlSHrDvVLqVSinYGdbfT7nX4gv7MjsT/iGgzqrulWfjvFYhGapjnex8/7eblzk8nkyFaTVqtV1wFwHC7bdDoNADg8PES9Xocoil3d0bquo1AowDAMKqNJu0nJ7/UGVbrZ9iIsdgGRG8PKMwhkRW8/s3JJkhCPxzs8I+zCLrbuB8mzG6St22P8QSDuZdb7EwQSkkkkEvj3339RrVaxsLCAX375hcaKuZt0+AxdGZ6fn8M0TWxubnZtDLlcrqMhk4bIzjbI/+yCjUEh7hnTNHF+fg7YLMPl5WWaTlXVjoHFb/kVRenoyMvLy44FEH5kpus6rq6uEIvF6MxTURREo9HAq0n9UmkvqScLWQhEUXUblAdBURSIokgXFJ2cnMAwDKyvr1P5yLLcUS/EsGHju5OCzC4ikQiePXvGPvZFEEWIIeXJIkkSXr58CbjUOVnUgfbg7dV+vfAyWNiFXXb36aB5epHL5Vzj00GIRCJYWFhwrIYOyvX1NSKRCH799VdcXl6iUqnANE08ffq0a9iCMxh97U1KXIn1et0zqK6qKkRRdNxrNBoOi0Vh9oK0LMuzw5N4CaFbWi/8lAkueZHZQyKRcOTpt/xsvobHnpdsOriUz56m0WigXC5jZ2cHFxcXfcVbyGDbbW9T9j3Z8kvtLd0AuL5XEOxxMft3uSkFcs8+M9Y0zfM9eqEoSkcd23HLj8CuUoatnwiC0He53NoEgZURhpQnW9/osVctqTOv9t8PvdrlMPJkZetWhyy5XA4bGxue6UhfiEQiXWXWDfLupmnS+iXvy44HvQjaZueZvpThrKLyk+45XeilDPtBVVXEYrGxDjrjztMeZx9X35pEnvChDGEzJvo1RjiTYehuUg6H839y7Z9BDOJ2C8ok8kyn01hcXISmaWNTSpPI0w/Z9m8yG40GV4QzBleGHM6QISv9UqkUNE3ry1UWlEnkSRbrRKNRx2YLo2QSefpBaq9czmQyqNVqgVyZnOmAu0k5nDZsrMwtJseZP9i4G4+1PUzmShlyOBwOh+MGd5NyOBwOZ+7hypDD4XA4cw9XhhwOh8OZe7gy5HA4HM7cw5Uhh8PhcOYergw5HA6HM/dwZcjhcDicuYcrQw6Hw+HMPf8DdaQtE/xxa7cAAAAASUVORK5CYII=)**